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Context. Lambdapi is a new proof assistant based on a logical framework called the $\lambda\Pi$-calculus modulo rewriting, which is an extension of the simply-typed $\lambda$-calculus (the basis of functional programming languages like OCaml or Haskell) with dependent types (e.g. vectors and matrices of some given dimension) and an equivalence relation on types generated by user-defined rewrite rules. Thanks to rewriting, Lambdapi allows the formalization of proofs that cannot be done in other proof assistants (e.g. simplicial sets or categories of infinite dimensions).

However, for developing large proofs, it is essential to have a good interface. Interactive theorem proving is built on the mutual interaction between a human and a prover. The human will submit a candidate proof, and the proof assistant will confirm or reject the user proposal. Building large proofs is a very difficult task, and users do require large amount of help from the tools. Searching, completion, project management, are all essential to the successful development of large proofs.

Goal. The goal of the postdoc is to develop a modern, standard-based interface for interactive theorem proving. The interface should provide users with good capabilities for the development of proof documents, including standard editing facilities such as completion, outlines and context-aware help, with a particular focus on the proof development process which is mainly based in a challenge-response system from the prover to the user.

In particular, the postdoc will work in the "language server paradigm". In this setting the theorem prover provides a special server that responds to queries from the editors. Then, the role of the postdoc is to develop a plugin for a state-of-the-art editor that communicates with the language server and helps the user to develop proof documents.
Lambdapi already provides a language server based on the Language Server Protocol (LSP) standard \cite{2,3,4}. For the editor we offer two choices: VSCode, a popular visual editor or Emacs which is textual based and popularized in the theorem proving community by Proof General.

Here are some of the features that are expected to be implemented:

- Develop a plugin for VSCode or Emacs based on the LSP protocol providing standard features like syntax coloring, display of error messages and their locations, display of unsolved goals and their assumptions, ways to "move" (forward or backward) in a proof, display information about symbols or text selections (e.g. type, definition, rewriting rules).

- Provide searching tools on names (using regular expressions) or types (modulo simple isomorphisms). The postdoc may propose to the LSP developers an extension of the LSP protocol better suited for interactive proof development.

The postdoc may also propose to LSP developers an extension of the LSP protocol better suited for interactive proof development.

**Requirements.** Knowledge of some integrated development environment.
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